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Abstract— Fast addition plays an important role in advanced digital systems. In this paper we study efficient implementations of 16-bit full adders on FPGA devices, taking advantage of the specialized carry-logic. Most of fast adders are based on being able to calculate the carry propagation much faster without having to wait for it to ripple through each bit of the adders. The carry look-ahead technique is the most commonly used scheme for accelerating carry propagation. The carry look-ahead adder is to be designed with combination of 4-bit adders. This paper focus on the implementation of 16-bit full adder based on Very High Speed Integrated Circuit (VHSIC) Hardware Description Language. Finally the design is efficiently mapped to Hardware Resources in SPARTAN-3 FPGA. The design is implemented, simulated and synthesized by using VHDL.

Index Terms—Addition, Carry Look-Ahead Adder, VHDL.

I. INTRODUCTION

Fast addition is an essential arithmetic function for most advanced digital systems. It heavily impacts the overall Performance of digital systems. Various adder structures can be used to execute addition [1, 2], such as serial and parallel structures. Most research works of adders are focused on the design of high-speed, low-area, or low-power Adders [3,5]. This paper is aimed to study and implement 16-bit adder based on VHDL. The purpose of using VHDL is that it offers many features for hardware design. When the actual addition is performed, there is no delay from waiting by using carry look-ahead adder. For any circuit larger than 4-bit, the carry look-ahead adder, the circuit becomes very complicated. So 16-bit carry look-ahead adder will be constructed by combing 4-bit carry look-ahead adders.

II. CARRY-LOOKAHEAD ADDER

The general strategy for designing fast adders is to reduce the time required to form carry signals. One approach is to compute the input carry needed by stage i directly from carry like signals obtained from all the preceding stages i-1,i-2,……,0, rather than waiting for normal carries to ripple slowly from stages to stages. Adders that use this principle are called carry look-ahead adders. An n-bit carry look-ahead adder is formed from n stages, each of which is basically a full adder modified by replacing its carry output line ci by two auxiliary signals called gi and pi or generate and propagate, respectively, which are defined by the following logic equation (1):

\[ g_i = x_i y_i \quad p_i = x_i + y_i \]  

(1)

The name generate comes from the fact that stage i generates a carry of 1(c_i=1) independent of the value of c_{i-1} if both x_i and y_i are 1; that is, if x_i y_i=1. Stage i propagates c_{i-1}; that is makes c_i=1 in response to c_{i-1}=1 if x_i or y_i is 1, in order words, if x_i+y_i=1. Now the usual equation c_i=x_i y_i + x_i c_{i-1} + y_i c_{i-1}, denoting the carry signal c_i to be sent to stage i+1, can be rewritten in terms of g_i and p_i,

\[ c_i = g_i + p_i c_{i-1} \]  

(2)

Similarly, c_{i-1} can be expressed in terms of g_{i-1}, p_{i-1} and c_{i-2},

\[ c_{i-1} = g_{i-1} + p_{i-1} c_{i-2} \]  

(3)

On substituting Equation (3) into Equation (2),

\[ c_i = g_i + p_i g_{i-1} + p_i p_{i-1} c_{i-2} \]  

(4)

Continuing in this way, c_i can be expressed as a sum-of-products function of the p and g outputs of all the preceding stages. For example, the carries in a four-stage carry look-ahead adder are defined as follows:

\[ c_0 = g_0 + p_0 c_m \]
\[ c_1 = g_1 + p_1 g_0 + p_1 p_0 c_m \]
\[ c_2 = g_2 + p_2 g_1 + p_2 p_1 g_0 + p_2 p_1 p_0 c_m \]
\[ c_3 = g_3 + p_3 g_2 + p_3 p_2 g_1 + p_3 p_2 p_1 g_0 + p_3 p_2 p_1 p_0 c_m \]  

(5)
Fig. 1 shows the general form of a carry look-ahead adder circuit designed in this way [3].

A. Adder Expansion

The methods of handing carry signals in the two main combinational adder designs considered so far, namely, ripple carry propagation and carry look-ahead Fig. 1 can be extended to larger adders of the kind needed to execute add instructions in a 32-bit computer. If the n 1-bit (full) adder’s stages are replaced in the n-bit ripple-carry design with an k-bit adders, an nk-bit adder can be obtained. Four 4-bit adders such as the 4-bit carry look-ahead circuit of Fig. 2 can be connected in this way to form the 16-bit adder appearing in Fig. 3. This design represents a compromise between a 16-bit stage ripple-carry adder, which is cheap but slow, and a single-stage 16-bit carry look-ahead adder, which is fast, expensive, and impractical because of the complexity of its carry-generation logic.

The circuit of Fig.3 effectively combines sets of four xi,yi inputs into groups that are adder via carry look-ahead; the results computed by the various groups are then linked via ripple carries [3]. The components designed for 1-bit addition have been replaced with similar but larger components intended for 4-bit addition. The expanded design of Fig. 1 can be got. Again 1-bit adders with 4-bit adder are being replaced, but now each adder stage produces a propagate-generate signal pair pg instead of cout and a carry look-ahead generator converts the four sets of pg signals to the carry inputs required by the four stages. The “group” g and p signals produced by each 4-bit stage are defined by [3].

\[ g = x_i y_i + x_i y_{i-1} (x_i + y_i) + x_{i-1} y_{i-2} (x_i + y_i) (x_{i-1} + y_{i-1}) + x_{i-2} y_{i-3} (x_i + y_i) (x_{i-1} + y_{i-1}) (x_{i-2} + y_{i-2}) \]  
\[ p = (x_i + y_i) (x_{i-1} + y_{i-1}) (x_{i-2} + y_{i-2})(x_{i-3} + y_{i-3}) \]

It is not hard to show that the logic to generate the group carry signals cout, c11, c7 and c3 in Fig. 4 is exactly the same as that of the carry look-ahead generator of Fig. 2.
A. 4-bit CLA Structural model Design

To achieve this, individual gates are designed in behavioral model and all the components are interconnected in structural model in VHDL as shown in the fig. 2. By using post layout simulation we can find out the actual delays of this model. The technology schematic and simulation results are shown in fig 3 and 4 respectively.

The following figures shows the technology schematic and post layout simulation results of VHDL optimized 4-bit CLA.
III. 16-BIT ADDER DESIGN

The design goal is to minimize the number of gates used; operation speed is not of concern. The circuit is required in several versions that handle different data word sizes, including 4, 8 and 16. Assume that we have standard gate-level and 4-bit register-level components available as building blocks. The lowest cost adders employ ripple-carry propagation. Four 4-bit CLAs are interconnected as ripple adder form as shown in the fig.8. here the carry is propagated to the next stage 4-bit CLA. The internal carry propagation delay of 4-bit adder is reduced by using the technique CLA. So that the overall speed of the 16-bit Adder is increased. Moreover the VHDL Primitive is designed by using faster design elements. So that the sum delays as well as the carry delay is very much improved. For faster Full Adders designs VHDL Primitive can be used to reduce design time and to achieve the speed. The comparison is shown in the table 1.

Table 1. Comparison between design elements

<table>
<thead>
<tr>
<th>Design name/Delay</th>
<th>Sum Delay(ns)</th>
<th>Carry Delay(ns)</th>
<th>Final Delay(ns)</th>
</tr>
</thead>
<tbody>
<tr>
<td>General CLA(4-bit)</td>
<td>15.8</td>
<td>8.4</td>
<td>15.8</td>
</tr>
<tr>
<td>optimized CLA</td>
<td>13.2</td>
<td>9.5</td>
<td>13.2</td>
</tr>
</tbody>
</table>

Fig. 7 4-bit CLA (VHDL Primitive) Post layout simulation

Fig. 8 16-Bit Composed of 4-Bit Adders Linked by Ripple Carry Propagation

The hierarchical design is shown in fig 9. The same concept is used in VHDL Primitive also but the number of 4-bit CLA internal stages are reduced.

Fig. 9 Hierarchical Level for 16-Bit Carry Look-head Adder

The following table describes the comparison between general CLA design and VHDL Primitive. From this easily we can understand that VHDL Primitive Adder is faster than any other adder, because the VHDL Primitive is optimized design.
In this paper 16-bit Adder is designed and compared with another 16-bit Adder designed by using VHDL Primitive and found 2.3ns difference in between to designs. So that is concluded that 16-bit Adder design using VHDL Primitive is faster than any other design in Semi-custom, because the VDHL Primitive is optimized 4-bit CLA.
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